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1 Introduction

3D printers have become prevalent. They have been used to fabricate various objects, ranging from quick prototypes of commercial products [20], to customized sensors [7], to consumer products [5], to props used in the entertainment industry [12], to machine parts [4]. 3D printers have also become invaluable to the medical industry, such as for creating substitute bone parts [10], dental implants [2], medical models [6], artificial skin [18], and even tissue [15]. The possibilities of 3D printing are far-reaching.

A 3D printing application that has not previously been investigated is the fabrication of objects that float in a predetermined way. The possibilities opened up by fabricating floating objects range from specialized toys, decorative items for pools and aquariums, floating sensors as in [11], and novelty objects that can float in counter intuitive ways.

In making objects that float in fluid, we must deal with the buoyancy force, which is best summarized by Archimedes’ principle: *Any object, wholly or partially immersed in a fluid, is buoyed up by a force equal to the weight of the fluid displaced by the object.*

The focus of this thesis proposal is a novel method that, given an input 3D geometric model of an object, produces an output object with the same exterior shape that floats on a prescribed fluid plane. To that end, my optimization-based method manipulates the object’s material distribution by carving away material. By adjusting the liquid density parameters, my method is not limited to water, but works with any fluid. We also discuss alternative formulations and limitations of 3D printing.

This prospectus is organized as follows: In chapter 2 I review work in modeling objects for fabrication in 3D printers and discuss the latest results. In chapter 3 and 4 I present my optimization approach, starting from definitions, method and summary of current results. We discuss the complexities of 3D printing and future research directions in 5. Chapter 6 presents my conclusions.
2 Related work

There is a series of published works on the topic of manufacturing physical objects from virtual objects using 3D printers. This transformation is challenging because of the numerous physical constraints a given target object has to satisfy. In recent years, several papers have appeared on how to model and manipulate objects for 3D printer fabrication, where the methods for manipulating these objects vary in approach and final goals, yet focus on adjusting the shape of objects under physical and mechanical objectives.

“Make it Stand” [19], an interactive optimizer that produces a balanced standing model by carving and deforming an existing model, is closely related to our work. The input to the optimizer is an unbalanced, asymmetric model that is unstable on a surface. If interior carving does not suffice to achieve stability, the optimizer attempts to deform the model in areas initially designated by the user. The deformation is restricted to affine transformations and the optimizer numerically minimizes a deformation energy to find the best deformation that minimally modifies the exterior while making the object as stable as possible. The optimizer alternates between inner carving and shape deformation until a final stable object is achieved. While the final fabricated model fulfills the objectives, there are some limitations; e.g., a poor choice of handles by the user will result in an object that is visibly different from the original. Also, depending on the shape of the object, some deformations can result in collisions between different parts of the object, resulting in an unprintable outcome.

“Spin-it” [3] proposed a technique to generate spinnable toys from arbitrary 3D objects. The user provides a solid 3D model and a desired axis of rotation, and then the algorithm modifies the internal mass distribution by internal carving. If the internal carving is not sufficient, the method deforms the object and adds other types of material as necessary in order to optimize for rotational stability.

The work in [16] builds upon [3] and [19] and shows how to use manifold harmonics for the shape optimization of objects. The input is the object’s surface and a desired global goal. The output is two surfaces—external and internal—determining the shell of the object. The global goal can range from static stability, such as standing, to non-static goals like rotational stability. The goal can also be adapted to adding floating capability to the object, but the work does not go as far as controlling the angle and position of a floating object, or in optimizing for flotation stability.

Previous papers in shape optimization use complex techniques for determining which parts of the object to deform; e.g., energy-based optimization [19], laplacian-based surface editing [3, 21], stress map optimization with stochastic sampling [13], and so on. We propose to use a more direct approach in solving the floating problem — we manipulate and transform voxels in a discrete approximation of the continuous object.
3 Optimization Framework

Figure 1: 2D view of the Stanford bunny. The blue line denotes the fluid plane, where the light blue area indicates the submerged part. The red curve denotes the outer shell of the bunny. The blue circle and line refers to the buoyant force $f_b$ and the red circle and line refers to gravitational force $f_g$. The length of these lines is proportional to the magnitude of the forces.

3.1 Definitions

Our aim is to fabricate a floating object given an input solid 3D object model and a desired fluid plane, which is a plane that divides the submerged part of the object from the part above the fluid, as shown in Fig. 1.

3.2 Object Properties

We define the set of points inside the object as $\Omega$ and the set of points of the object that are submerged as $\Omega_w$. Similarly, we define the density function for the material of the object as $\rho(x)$. We assume that the fluid has constant density $\rho_w$. Finally, we define the density of the material used for 3D printing as $\rho_m$. We can then compute the object’s mass as

$$m = \int_{\Omega} \rho(x) dV,$$

(1)
Figure 2: Gray objects in blue fluid: b and g depict the forces of buoyancy and gravity, and their point of origin, which is $c_m$ and $c_b$. The object on the left is unstable because these forces not aligned along the line of action of the force of buoyancy. The object on the right is stable, since $c_m$ is lower then $c_b$, and the forces are aligned and equal.

it’s center of mass as

$$c_m = \frac{1}{m} \int_\Omega x \rho(x) dV,$$

the gravitational force, which originates at the center of mass, as

$$f_g = mg,$$

where g is the acceleration due to gravity, the mass of displaced fluid as

$$m_w = \rho_w \int_{\Omega_w} dV,$$

the center of buoyancy as

$$c_b = \frac{\rho_w}{m_w} \int_{\Omega_w} x dV,$$

and the buoyant force, which originates from the center of buoyancy [23] and is equal to the weight of the fluid displaced by the object, as

$$f_b = -m_w g.$$

Both $f_g$ and $f_b$ act along $g$, which is normal to the fluid plane, but in opposite directions.

### 3.3 Equilibrium

In order for the object to be stable and float in fluid (Fig. 2), we want equilibrium between $f_g$ and $f_b$:

$$f_g + f_b = 0.$$


The lines of action of these two forces must coincide in order to balance the object. Since the forces act along the same vector, but in opposite directions, we need only make sure that the origins align:

\[ c_m = c_b + \lambda g, \quad \lambda \geq 0. \]  

(8)

For a stable equilibrium, \( \lambda \) must be non-negative. To make the object more stable in the fluid, we want the center of mass to be as low as possible, that is maximizing \( \lambda \). We will explain how we achieve this numerically in chapter 4.
4 Method

Figure 3: A discrete (voxelized) Stanford Bunny.

Given an input representing a discretized solid object and a fluid plane, our goal is to produce a physical instantiation of that object that floats on that fluid plane. Our method has two carving phases: Phase 1 sets up the mass of the object and physical forces, whereas Phase 2 aligns the center of mass and center of buoyancy, and positions the center of mass as low as possible within the body of the object. The following subsections describe this approach in detail.
4.1 Discretization

Our method works with discrete versions of the continuous equations described in chapter 3.2. We discretize the object by converting its volume to voxels (Fig. 3). Without the loss of generality, we align the voxels with the fluid surface. We denote the set of voxels of the object as $\Gamma$, and the set of voxels that are inside the object and submerged as $\Gamma_w$. The size of a voxel is $h$. Note that $\rho(x_v) = \rho_m$ for a filled voxel and $\rho(x_v) = 0$ if the voxel is empty. The discrete equations corresponding to (1)–(6) are

\[
m = \sum_{v \in \Gamma} \rho(x_v) h^3, \tag{9}\n\]

\[
c_m = \frac{1}{m} \sum_{v \in \Gamma} h^3 x_v \rho(x_v), \tag{10}\n\]

\[
f_g = mg, \tag{11}\n\]

\[
m_w = \rho_w \sum_{v \in \Gamma_w} h^3, \tag{12}\n\]

\[
c_b = \frac{\rho_w}{m_w} \sum_{v \in \Gamma_w} x_v, \tag{13}\n\]

\[
f_b = -m_w g. \tag{14}\n\]

4.2 Moving Material

Let $S$ be the set of voxels of an object that are filled with material; i.e., $\forall v \in S: \rho(x_v) = \rho_m$. Consider the scenario of carving out a voxel in location $x_c$ (previously $c \in S$) and filling with material a voxel that was previously empty in location $x_a$. If $\rho(x_v)$ is constant, the original position of the center of mass is given by

\[
c_m = \frac{\sum_{v \in S} h^3 x_v \rho(x_v)}{\sum_{v \in S} h^3 \rho(x_v)} = \frac{\sum_{v \in S} x_v}{||S||} = \frac{\sum_{v \in S \setminus x_c} x_v}{||S||} + \frac{x_c}{||S||}. \tag{15}\n\]

After moving material from $x_c$ to $x_a$, the center of mass is

\[
c'_m = \frac{\sum_{v \in S \setminus x_c} x_v}{||S||} + \frac{x_a}{||S||} = \frac{\sum_{v \in S \setminus x_c} x_v}{||S||} + \frac{x_c + \Delta}{||S||}, \tag{15}\n\]

where $\Delta = x_a - x_c$. Hence, the relationship between the original center of mass and the modified center of mass is given by

\[
c'_m = c_m + \frac{\Delta}{||S||}. \tag{15}\n\]
The $y$ component of $\Delta$ gives the amount by which we raise or lower the voxel. If $\Delta_y > 0$, we are moving the $c_m$ upwards. It is important to note that in Phase 2, when we are selecting $x_a$ and $x_c$, we can be sure that our algorithm will only move $c_m$ upwards, which means that we cannot improve $c_m$; i.e., position $c_m$ lower than it is after Phase 1.

4.3 Phase 1: Balance Gravity and Buoyancy

The goal of Phase 1 of our method is to balance the forces of gravity and buoyancy, disregarding any moments. To that end, we want to satisfy (7), which simplifies to

$$m = m_w.$$  \hspace{1cm} (16)

Consequently, we carve the inside of the object until its mass is equal to $m_w$, the mass of displaced fluid. The carving is performed such that $c_m$ will be as low as possible, as that will increase the stability of the floating object. The carving is preformed top-down, beginning from the voxel farthest away from the fluid surface, until the above condition is satisfied.

We assume the object has a shell with a predefined thickness, as illustrated in Fig. 4, where the thick red boundary of the object represents its shell. This shell remains fixed throughout the carving process, because we want to preserve the object’s exterior surface. The shell contributes to the mass and center of mass of the object, and we take that into account in our calculations by defining the object’s density as a function of the coordinates of each voxel.

4.4 Phase 2: Align $c_m$ and $c_b$

The goal of Phase 2 of our method is to align $c_m$ and $c_b$ on the same line of action, as well as to position $c_m$ as low as possible per (8). Since we want to keep the balance between $f_b$ and $f_g$, we achieve this goal by redistributing the remaining internal material of the object, moving material from one voxel to another, thereby preserving the mass of the object from the end of Phase 1. We divide the object’s voxels into two groups, hollow voxels (the voxels that were hollowed during the Phase 1), and the remaining non-hollow voxels.

We search for two candidate voxels, one on each side of the buoyancy line of action. We carve out one of these candidate voxels and add its material to the other voxel. Let $x_c$ be the location of the (non-hollow) voxel to be carved and $x_a$ location of the (hollow) voxel where we add material. To evaluate which voxels are the best candidates for carving or adding material, we define a fitness function $\Phi(x)$, where $x$ is a voxel location.

Let $c_m$ denote the center of mass of the object before modifying the material at that voxel and $c'_m$ be its center of mass after the material modification. We define

$$d(x) = c_b - c'_m(x),$$  \hspace{1cm} (17)

where

$$c'_m(x_c) = \frac{c_mm - x_c\rho_m h^3}{m - \rho_m h^3}$$  \hspace{1cm} (18)

if we are carving material from the voxel and

$$c'_m(x_a) = \frac{c_mm + x_a\rho_m h^3}{m + \rho_m h^3}$$  \hspace{1cm} (19)
Figure 4: Outcome of Phase 1. The red boundary denotes the shell of the object. The green area denotes the carved material. The other colored areas have the same meaning as in Fig. 1.
Figure 5: Outcome of Phase 2. The white color depicts the material added in Phase 2, while the black color inside the bunny depicts the material carved. The other colors have the same meaning as in Fig. 4.

if we are adding material. Finally, the objective function is defined as

$$\Phi(x) = \lambda_h |d_h(x)| + \lambda_v |d_v(x) - d_{v_{p1}}|, \quad (20)$$

where $\lambda_h$ and are $\lambda_v$ are positive parameters, $d_h$ is the distance between $c_m'$ and the buoyancy line of action, and $d_v$ is the vertical distance between $c_m'$ and $c_b$. The vertical distance between $c_m$ at the end of Phase 1 and $c_b$ is $d_{v_{p1}}$.

We want to find $x$ for which $c_m'(x)$ has zero distance horizontally from $c_b$ ($d_h = 0$), while the vertical distance between $c_m'$ and $c_b$ should remain as close as possible to the vertical distance at the end of Phase 1 between $c_m$ and $c_b$. The best candidate voxel is the one that minimizes $\Phi$.

For example, in the 2D case, $d_h(x) = d_x(x)$ and $d_v(x) = d_y(x)$. If $\lambda_h > \lambda_v$, we give more weight to the $x$-axis distance than to the $y$-axis distance, and likewise for the converse. Generally, we want $\lambda_h \gg \lambda_v$, since we know that $c_m$ is already as low as possible, and we must keep a balance between carving out voxels, which causes $c_m$ to rise too much in height, and aligning $c_m$ with the buoyancy line of action.

There is no difference between selecting $x_a$ or $x_c$ first; our method will yield the same results in either case. We begin by finding $x_c$, by traversing all the filled voxels and picking one that minimizes $\Phi$. We carve this voxel at $x_c$, and update $m$ and $c_m$ of the object. Next, we find $x_a$ by traversing all the carved voxels and picking one that minimizes $\Phi$. We add material at this voxel at
<table>
<thead>
<tr>
<th>Object</th>
<th>Voxels</th>
<th>Carved</th>
<th>P2</th>
</tr>
</thead>
<tbody>
<tr>
<td>Bunny (Fig. 6)</td>
<td>87672</td>
<td>43777</td>
<td>342</td>
</tr>
<tr>
<td>Duck (Fig. 7)</td>
<td>78500</td>
<td>45080</td>
<td>368</td>
</tr>
<tr>
<td>Totoro (Figs. 9, 8)</td>
<td>132648</td>
<td>49631</td>
<td>919</td>
</tr>
</tbody>
</table>

Table 1: Summary of results. Column P2 gives the number of times we transferred material from one voxel to another in Phase 2.

\[ x_a, \] and similarly update \( m \) and \( c_m \) of the object. Since we are trying to minimize \( \Phi \), \( x_a \) and \( x_c \) are going to be on opposite sides of the buoyancy line. We repeat the above procedure until \( c_{bh} = c'_{mh} \), such that the gravity and buoyancy forces are aligned along the same line of action.
Figure 6: Stanford Bunny: blue denotes carved area, beige denotes voxels with material.
4.5 Current Results

We applied our method to the 3D objects listed in Table 1. These objects are represented via a uniformly sampled point cloud Obj file, where every point represents the center of a voxel.

We tested our method on a computer with 2.5 GHz Intel i7 Core processor and 16GB RAM, running OS X. Our implementation is in Python v2.7.10 and we used Houdini FX v15 to visualize the results.

Fig. 6 shows the result of our optimization on the Stanford Bunny. To position $c_m$ on the same action line as the buoyant force, our method carves material from one side of the bunny and adds it to the other side. The same behavior can be seen in Fig. 7.

Fig. 8 shows how the material of a Totoro object is carved for floating. Notice that the material is not evenly carved around the fluid plane due to the need to balance the buoyant and gravitational forces. Fig. 9 shows the carved and filled parts of the object. Fig. 10 shows our floating experiment setup and fabrication results.
Figure 7: Rubber Duck: blue denotes carved area, gray denotes voxels with material.
Figure 8: Submerged Totoro: dark blue denotes submerged area, transparent material denotes carved area.

Figure 9: Totoro: blue denotes carved area, beige denotes area with material.
Figure 10: Totoro floating in different orientations. Starting from the upper-left corner and turning clock-size, we display our experiment setup, beginning with a non-floating totorto, totoro floating on the back, a totoro without applying the method, and a totoro floating on the side.
4.6 Summary

We proposed a method that, given an input 3D solid object model and a fluid plane, produces an object that floats in accordance with this fluid plane. The key idea was to optimally manipulate the object’s inner material so as to balance the forces of buoyancy and gravity while lowering the center of mass as much as possible.

Our current approach requires traversing all the voxels several times in the different phases. It would be interesting to explore traversing the inner material of the object in a more efficient multi-resolution manner. In later chapters we discuss alternative, non-voxel based formulations to attack the problem.

Our method may not always succeed. For example, Phase 1 may fail in cases where the fluid plane is positioned such that there is insufficient inner material to carve in order to balance the forces of gravity and buoyancy. Additionally, Phase 2 may cause the center of mass to rise too much, such that it is no longer below the center of buoyancy. One avenue to counteracting such failures is altering the shape of the object in certain regions (including the shell), so that the altered object remains visually similar to the original shape; e.g., by adapting the technique from [19]. Another option is to use different types of inner material, similar to [3], which also offers more options to control the location of the center of mass.

The thickness of the shell depends on the robustness of the material used for 3D printing, as well as on the 3D printer, since 3D printers differ in their abilities. Thus, we plan to optimize the object shell thickness in a future version of our algorithm.
5 Alternative Formulations and Next Steps

5.1 3D Printing Limitations

There are various components involved in the pipeline when transforming a virtual design to a physical object. When designing a model for fabrication, we need to take each of these components into account:

- **3D printer resolution**
  Each 3D printer has a different printing resolution. For most consumer-oriented 3D printers, the nozzle diameter is usually 0.40mm, which limits the size of a voxel. Also, the layer height (z-axis) resolution is different than the resolution on the x-y plane. This limits the precision of the fabricated model.

- **Fabrication filament**
  The plastic filament density is not consistent, and this is especially important for our problem, where we want to balance out the weight of the model and the weight of the displaced water.

- **External support material**
  It is not possible to extrude the plastic filament to a certain location without some base or support material under that location. This is why the 3D printer prints the model from the bottom up, adding support along the way. We manually remove support material from the final result. Changing the orientation on which the model is fabricated can also help in controlling the amount of support.

- **Inner support material**
  Similarly to external support material, internal support materials are needed for fabricating hollow models. However, internal support changes the mass and mass distribution of the output model, which undermines our optimization goal. One way to circumvent this problem is to fabricate the model in parts, remove the inner support material, and then glue the parts together [14].

Another important phase in the fabrication process is the transformation of the geometry into 3D printer instructions, i.e. the instruction set. The instruction set specifies where the printer should move the nozzle head, how much material should flow and so on. A *slicer* software (i.e. slices the geometry into layers) processes the 3D geometry, and produces the instruction set, which is usually a G-code file [9]. Each slicer has different options that users can configure, but these options do not allow full control over the transformation from geometry to the 3D printer instruction set. This transformation is a discrete approximation of the original model. For example, the resolution of voxels might be too small for the resolution of the nozzle. Also the slicer software might produce an instruction set that is a crude approximation, e.g. the staircase effect in Fig 11. Additionally, the instruction set might skip some features such as thin walls and so on. Though this approximation might be good enough in cases where the distribution of the mass of the object is not important, it does matter in our problem and in others where the design is directly influenced by physical properties of the object.
One possible course of action is to directly output the instruction set for the printer. That will give us control over the fabrication process. For example, we can fine tune what level of detail we want in each layer, thereby getting better a resolution. This approach is called Adaptive Slicing [22], and is not readily available in consumer slicing software.

To conclude, we presented some of the main difficulties and limitations in 3D printing. These limitations are especially relevant when fabricating a high-detail virtual 3D object with complex geometry and hollowing.
5.2 Euler-Lagrange and Lagrangian Multipliers

![Figure 12: Function f describes the surface of the inner material of the model.](image)

Calculus of Variations deals with functionals, i.e. the problem of finding a function for which the value of a specific integral is maximized or minimized. Since we can express $c_m$ in terms of such a functional, we formulate our optimization problem as a variational optimization problem. Again, in order for the object to float, we are going to hollow specific parts of the inner volume. In order to simplify the discussion, let us tackle a simple box object in 2D, as in Fig. 12. Let $f(x)$ be a function that describes the height of the inner material of the object in position $x$, i.e. the space above $f$ is hollowed. Our goal is to minimize the height of $c_m$, so that it is as far away and below $c_b$ as much as possible. Let $c_{my}$ be the height of $c_m$, and let $c_{mx}$ be the horizontal location of $c_m$. We require that the horizontal distance between $c_m$ and $c_b$ be equal to zero, i.e. $c_{mx} = c_{bx}$. For floating stability, we require that $F_y = F_b$, so that the mass of the object is fixed to the mass of the displaced water. The contribution of the shell to the mass of the object is calculated separately.

To that end, we want to find a function $f$ that minimizes the height of the center of mass. In 2D, we want that $c_m$ to be as low as possible and under $c_b$, i.e. we want to minimize $c_{my}$. In calculus of variations, Euler-Lagrange and Lagrange Multipliers allows us to solve a type of optimization problems that are subject to equality constraints.

Recall equation (2). Assuming $\rho(x)$ is constant throughout the material, and the bounds of the inner material of the object are $[x_1, x_2]$ and $[y_1, y_2]$ as in Fig. 12, then the 2D version will be:

$$c_{my} = \frac{\rho}{m} \int_{x_1}^{x_2} \int_{y_1}^{y_2} y dy dx$$

Recall that $f(x)$ describes the height of the inner material (the surface of for the 3D case), and let $f$ be integrable on $[x_1, x_2]$. Without loss of generality, assuming the base of the object is at $y_1 = 0$.
\[ c_{mv} = \frac{\rho}{m} \int_{x_1}^{x_2} \int_0^f y \, dy \, dx = \frac{\rho}{2m} \int_{x_1}^{x_2} f^2 \, dx \]  \quad (22)

Similarly:

\[ c_{mx} = \frac{\rho}{m} \int_{x_1}^{x_2} \int_0^f x \, dy \, dx = \frac{\rho}{m} \int_{x_1}^{x_2} x f \, dx \]  \quad (23)

Finally, we constrain the target mass \( m \) to be equal to \( m_w \):

\[ m = \frac{\rho}{m} \int_{x_1}^{x_2} f \, dx = m_w \]  \quad (24)

Given the equations (22), (23), (24), we want to minimize (22) under the constraints in (23) and (24).

\[
\text{minimize } F = \int_{x_1}^{x_2} f(x)^2 \, dx \\
\text{subject to } A = \int_{x_1}^{x_2} x f(x) \, dx \\
B = \int_{x_1}^{x_2} f(x) \, dx
\]

We minimize \( F \) in respect to:

\[
G = \int_{x_1}^{x_2} \left( x f(x) - \frac{A}{x_2 - x_1} \right) \, dx = 0 \]  \quad (25)

\[
H = \int_{x_1}^{x_2} \left( f(x) - \frac{B}{x_2 - x_1} \right) \, dx = 0 \]  \quad (26)

Let us denote \( \lambda_1 \) and \( \lambda_2 \) as the Lagrangian multipliers. Both are scalars and unknown. The Lagrangian associated with the constrained problem is:

\[ \Psi(f, \lambda_1, \lambda_2) = F + \lambda_1 G + \lambda_2 H \]  \quad (27)

The Euler-Lagrange differential equation is:

\[
\frac{\partial F}{\partial f} - \frac{d}{dx} \frac{\partial F}{\partial f'} + \lambda_1 \left( \frac{\partial G}{\partial f} - \frac{d}{dx} \frac{\partial G}{\partial f'} \right) + \lambda_2 \left( \frac{\partial H}{\partial f} - \frac{d}{dx} \frac{\partial H}{\partial f'} \right) = 0 \]  \quad (28)
Our objective is to solve the above in order to find $\lambda_1$ and $\lambda_2$. We get:

\[
\frac{\partial F}{\partial f} = 2f \tag{29}
\]
\[
\frac{\partial G}{\partial f} = x \tag{30}
\]
\[
\frac{\partial H}{\partial f} = 1 \tag{31}
\]
\[
\frac{\partial F}{\partial f'} = 0 \tag{32}
\]
\[
\frac{\partial G}{\partial f'} = 0 \tag{33}
\]
\[
\frac{\partial H}{\partial f'} = 0 \tag{34}
\]

Substituting the above into equation (28):

\[
2f + \lambda_1 x + \lambda_2 = 0 \tag{35}
\]

Therefore:

\[
f = -\frac{\lambda_1 x + \lambda_2}{2} \tag{36}
\]

Substituting the above into (25) we get:

\[
\int_{x_1}^{x_2} -\frac{\lambda_1 x + \lambda_2}{2} x - \frac{A}{x_2 - x_1} dx = \int_{x_1}^{x_2} -\frac{\lambda_1 x}{2} + \frac{\lambda_2 x}{2} - \frac{A}{x_2 - x_1} dx = 0
\]

\[
\int_{x_1}^{x_2} \frac{\lambda_1 x^2 + \lambda_2 x + \frac{2A}{x_2 - x_1}}{2} \lambda_2 + 2A = 0
\]

And from (26):

\[
\int_{x_1}^{x_2} -\frac{\lambda_1 x + \lambda_2}{2} \frac{B}{x_2 - x_1} dx = 0
\]

\[
\int_{x_1}^{x_2} \lambda_1 x + \lambda_2 + \frac{2B}{x_2 - x_1} dx = 0
\]

\[
\frac{x_2^2 - x_1^2}{2} \lambda_1 + (x_2 - x_1) \lambda_2 + 2B = 0
\]

To obtain $\lambda_1$, $\lambda_2$ we solve the system:

\[
\left(\frac{x_2^3 - x_1^3}{3}\right) \lambda_1 + \left(\frac{x_2^2 - x_1^2}{2}\right) \lambda_2 + 2A = 0 \tag{37}
\]

\[
\left(\frac{x_2^2 - x_1^2}{2}\right) \lambda_1 + (x_2 - x_1) \lambda_2 + 2B = 0 \tag{38}
\]
Where $A$, $B$, $x_1$, and $x_2$ are known.

Solving the linear system above for the 2D box case, will result in $f$ to a straight line. Furthermore, these results can be easily expanded to 3D.

In conclusion, we showed how to formulate the problem in terms of Calculus of Variations for the goal of designing an object that floats. However, in more complex models with irregularities in the geometry, an analytic solution that determines the shape of $f$ is harder to obtain. We can also discretize the above minimization above to a non-linear optimization problem. We discuss this discretization in the following section 5.3
5.3 Column Height Optimization

![Figure 13: Columns approximation to the area under f.](image)

Our main approach consisted of optimizing the design of the object via the discrete voxel domain. However, there are other mathematical models. Instead of discretizing the object into voxels, we discretize it to columns. Specifically, we divide the inner material to columns, and optimizing the height of these columns. The base of each column is a rectangle of the same size, and so is the top of the column. The height of each column varies between 0 and the maximum possible height before the column overlaps the shell of the object. Again, to simplify the discussion, let us tackle the problem in 2D. We assume that for each column \( i \), the width is constant and equal to \( \Delta x \). As in section 5.2, we want \( c_m \) to be as low as possible for the object to be more stable in water, under the constraints that \( c_m \) is on the buoyancy line of action, i.e. \( c_{m,x} = c_{b,x} \), and \( F_g = F_b \), which means the mass of the object is fixed and determined by mass of the displaced water \( m_w \). \( y_i \) is the initial height of \( h_i \), as determined by the object’s shell.

\[
\begin{align*}
c_m &= \frac{\rho}{m} \sum_i \int_{x_i}^{x_i + \Delta x} \int_{y_i}^{y_i + h_i} y \, dy \, dx \\
&\approx \frac{\rho \Delta x}{2m} \sum_i \left( 2y_i h_i + h_i^2 \right) \\
&\text{(39)}
\end{align*}
\]

And:

\[
\begin{align*}
c_m &= \frac{\rho}{m} \sum_i \int_{x_i}^{x_i + \Delta x} \int_{y_i}^{y_i + h} x \, dx \, dy \\
&\approx \frac{\rho}{2m} \sum_i \left( 2h_i (x_i \Delta x + \Delta x^2) \right) \\
&\text{(40)}
\end{align*}
\]

Then the optimization problem is:

\[
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\]
minimize $c_{my} = \frac{\rho \Delta x}{2m} \sum_i 2y_i h_i + h_i^2$

subject to $c_{mx} = \frac{\rho}{2m} \sum_i 2h_i(x_i \Delta x + \Delta x^2) = c_{bx}$

$m = \Delta x \rho \sum_i h_i = m_w$

$y_{imin} \leq h_i < y_{imax}$

The unknowns are the $h_i$s. Since the function we are optimizing is convex, the local minimum will also be the global minimum [17]. Similar to the previous formulation in 5.2, we can easily expand our results to 3D.

In summary, we showed how to formulate the floating goal as an minimization problem constraints in terms of column heights. We partition the internal volume of the object into columns with the same base size, and then describe the mass and mass distribution of the object as functions of the column heights. We can use a numerical solver such as [8] or [1] to solve the optimization problem. Additionally, it would be interesting to investigate a multi-width column approach, where each columns has a different width, depending on the geometry of the object.
6 Conclusion

The focus of this thesis proposal is a novel method for generating floating objects. The input is a 3D object and a waterline, which determines the floating orientation. The output is an object with the same external appearance that floats in water. My method is not limited to water, but works in any fluid. This method can be seen as part of an optimization-based framework that can be adapted for goals other than designing objects that float. For example, the method can be adapted to solve other design goals described in previous work, e.g. transforming objects that are initially unstable, to stable objects that stand as in [19], or spin as in [3]. I also show how to mathematically formulate the optimization problem as a Calculus of Variations problem, and also as a non-linear minimization problem with constraints. These alternative formulations shows us an even more general way to approach designing objects that fit one or more real-world design goals.
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